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# **1 ЦЕЛЬ РАБОТЫ**

Цель данной лабораторной работы – освоение и закрепление навыков работы с расширенными методами ввода-вывода и файловыми операциями в многопоточной среде. В ходе выполнения необходимо исследовать неблокирующие и асинхронные операции ввода-вывода, мультиплексирование, отображение файлов в память и их обработку через доступ к памяти.

Задача состоит в реализации программы, которая:

* отображает файл в память для дальнейшей обработки его содержимого;
* выполняет модификацию данных, вставляя символ в заданную позицию;
* сравнивает эффективность этого метода с традиционным способом (чтение файла, обработка и запись изменений);
* измеряет время выполнения программы при использовании как метода отображения файла в память, так и традиционного способа обработки.

2 КРАТКИЕ ТЕОРИТИЧЕСКИЕ СВЕДЕНИЯ

Подсистема ввода-вывода в операционных системах отвечает за связь программ с внешними устройствами и файлами. Существуют три основных типа ввода-вывода: синхронный, неблокирующий и асинхронный. Синхронный ввод-вывод приостанавливает выполнение программы до завершения операции, тогда как неблокирующий позволяет программе продолжать работу, не дожидаясь окончания ввода-вывода. Асинхронный ввод-вывод осуществляется в фоне, уведомляя систему о завершении задачи.

Логические устройства представляют собой абстракции физических устройств, таких как жесткие диски, сетевые адаптеры или принтеры, и позволяют программам взаимодействовать с ними через файловую систему или другие интерфейсы. [1]

Файлы — это именованные области данных, хранящиеся на устройствах. Файловая система управляет файлами и предоставляет к ним доступ. Файлы могут быть различных типов: обычные (содержащие данные), директории (папки со ссылками на другие файлы) и символические ссылки (указатели на файлы). Файловая система организует файлы в иерархическую структуру, начиная с корневой директории, которая содержит поддиректории и файлы, образуя древовидную систему.

Основные функции Windows API для работы с файлами включают CreateFile(), CloseHandle(), ReadFile() и WriteFile(). CreateFile() открывает файл или устройство, возвращая дескриптор для дальнейших операций. CloseHandle() освобождает ресурсы, связанные с этим дескриптором. ReadFile() и WriteFile() выполняют операции чтения и записи данных из/в файл, поддерживая как синхронный, так и асинхронный режим работы.

# **3 ИНСТРУМЕНТАЛЬНАЯ ЯЗЫКОВАЯ СРЕДА**

Для разработки программы был выбран язык программирования C++. Это компилируемый, высокопроизводительный язык программирования общего назначения, поддерживающий как низкоуровневые, так и высокоуровневые парадигмы программирования. C++ используется для разработки системного программного обеспечения, приложений, драйверов устройств, а также других программ, требующих высокой эффективности и прямого доступа к системным ресурсам.

В качестве интегрированной среды разработки (IDE) был выбран Microsoft Visual Studio, что является важным решением для разработчиков. Интегрированная среда разработки — это программа, которая объединяет все необходимые инструменты для написания кода, отладки и тестирования в одном интерфейсе, что значительно упрощает процесс разработки. Microsoft Visual Studio является одной из самых популярных IDE для разработки на C++. Она предлагает широкий набор функций, включая редактор кода с подсветкой синтаксиса и автозавершением, инструменты для отладки, встроенные средства для юнит-тестирования и возможности для профилирования и анализа производительности кода.

Разработка осуществляется на Microsoft Windows 10. Использование этой операционной системы позволяет эффективно работать с API и системными вызовами Windows, что важно для разработки программ, которые будут функционировать в этой среде. Windows 10 предоставляет разработчикам мощные инструменты для управления процессами и ресурсами, что критично для создания высокоэффективных приложений.

Вся работа ведется на ноутбуке, что обеспечивает мобильность и возможность работать в разных условиях — будь то офис, дом или в пути. Современные ноутбуки могут обеспечить достаточную производительность для разработки и тестирования программ, особенно если они оснащены хорошими процессорами и достаточным объемом оперативной памяти.

Таким образом, выбор Microsoft Visual Studio в качестве IDE, использование операционной системы Windows 10 и работа на ноутбуке создают оптимальные условия для разработки программ на C++. Это позволяет эффективно использовать все доступные инструменты и ресурсы, что в свою очередь способствует созданию качественного и производительного программного продукта.

4 ОПИСАНИЕ ПРОГРАММНОГО ПРОДУКТА

Программа демонстрирует два подхода работы с файлами на примере вставки символа в определённую позицию файла. Первый метод использует классический способ чтения и записи файлов, а второй — более продвинутый метод отображения файла в память (memory mapping). Разберём каждый из этих подходов с точки зрения используемых функций и работы программы.[2]

# **4.1 Описание используемых функций**

Далее будут представлены используемые функции для работы с файлами и вводом-выводов в них и из них:

1. CreateFileA(): Эта функция открывает файл для чтения или записи. Она возвращает дескриптор файла, который потом используется для операций ввода-вывода. В программе она применяется дважды: сначала для открытия исходного файла, затем — для создания нового файла, куда будут записаны результаты работы программы.
2. GetFileSize(): Позволяет получить размер файла, что необходимо для точного определения, сколько данных нужно обработать. Функция возвращает количество байт в файле.
3. CreateFileMappingA(): Создаёт объект отображения файла в память, позволяя работать с содержимым файла как с блоком памяти, минуя стандартные операции чтения и записи. Это улучшает производительность при работе с большими файлами.
4. MapViewOfFile(): Отображает файл в память и позволяет работать с его содержимым напрямую. Это важный шаг при использовании отображения файлов в память, так как дальнейшие операции проводятся именно в этом блоке памяти.
5. InsertCharacter(): Вставляет заданный символ в определённую позицию в массиве данных. Эта функция копирует содержимое файла до указанной позиции, вставляет символ и затем добавляет оставшуюся часть файла.
6. WriteFile(): Записывает данные в файл. Используется как при традиционном методе, так и при методе с отображением файла в память для сохранения обработанных данных в новый файл.
7. UnmapViewOfFile(): Закрывает отображение файла в память, освобождая ресурсы. Это важный шаг для завершения работы с памятью и файлом.
8. CloseHandle(): Закрывает дескрипторы файлов и освобождает ресурсы, связанные с объектами файлов и памяти.

Таким образом были представлены используемые в программном продукте функции работы с файлами

# **4.2 Алгоритм работы программы**

Алгоритм программного продукта можно представить следующим образом:

1. Открытие исходного файла для чтения с помощью функции CreateFileA().
2. Определение размера файла с использованием функции GetFileSize().
3. Традиционный метод (чтение-запись):
4. Метод отображения файла в память:
5. Закрытие отображения файла и освобождение памяти с помощью UnmapViewOfFile().
6. Закрытие всех открытых файловых дескрипторов через CloseHandle().

Программа начинает с того, что открывает исходный файл, размер которого измеряется с помощью функции GetFileSize(). Этот размер необходим для того, чтобы определить, где именно следует вставить новый символ.

После определения размера программа применяет два разных метода работы с файлами.

В первом методе файл читается по частям, каждая часть проверяется на то, содержит ли она позицию для вставки символа. Если текущий блок данных содержит нужную позицию, программа вставляет символ в этот блок, а затем записывает его в новый файл. Такой подход использует классический алгоритм чтения и записи данных через ReadFile() и WriteFile().

Во втором методе используется механизм отображения файла в память. Вместо того чтобы считывать файл частями, программа отображает весь файл в память с помощью CreateFileMappingA() и MapViewOfFile(). После этого можно напрямую изменять данные файла в памяти, что значительно ускоряет процесс. Вставка символа происходит аналогично первому методу, только теперь она выполняется в памяти, что минимизирует количество операций с файловой системой. [3]

После того как данные файла были изменены, программа записывает их в новый файл. Далее программа закрывает все открытые дескрипторы файлов и освобождает ресурсы памяти, завершив выполнение программы.

**5 РЕЗУЛЬТАТ ВЫПОЛНЕНИЯ ПРОГРАММЫ**

Приложение, построенное на базе, будет выполнять копирование данных из исходного файла в новый, добавляя заданный символ в определённую позицию.

Оно будет поддерживать два ключевых режима работы: синхронную обработку данных с использованием стандартных операций чтения и записи, а также обработку через отображение файла в память для повышения эффективности.

На рисунке 5.1 представлен результат работы синхронной функции.

![](data:image/png;base64,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)

Рисунок 5.1 – Результат работы синхронной функции

На рисунке 5.2 представлен результат работы функции отображения файла в память.
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Рисунок 5.2 – Результат работы функции отображения файла

На рисунке 5.3 представлен изменённый файл через синхронную функцию.

![Изображение выглядит как текст, Шрифт, снимок экрана, белый
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Рисунок 5.3 – Изменённый файл через синхронную функцию

На рисунке 5.4 представлен изменённый файл через отображение файла.

![Изображение выглядит как текст, Шрифт, снимок экрана, белый
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Рисунок 5.4 – Изменённый файл через отображение файла

Таким образом, была наглядно показана разница между синхронной функцией и отображением файла в память.

# **ЗАКЛЮЧЕНИЕ**

В ходе выполнения лабораторной работы была разработана программа, которая копирует данные из одного файла в другой с добавлением указанного символа в заданную позицию. Программа реализует два подхода к обработке данных: синхронный метод, основанный на стандартных операциях чтения и записи файлов, и асинхронный метод, использующий отображение файла в память.

По результатам экспериментов можно заключить, что метод с отображением файла в память работает значительно быстрее по сравнению с традиционным подходом.

Во время работы над проектом были приобретены навыки по следующим направлениям: основные принципы работы с файлами и файловыми системами в операционной системе Windows, включая операции открытия, чтения, записи и закрытия файлов; использование Windows API для управления файловыми дескрипторами и отображения файлов в память, что позволяет более эффективно распоряжаться системными ресурсами и повышать производительность; изучение основ многопоточности и асинхронного ввода-вывода, что является важным аспектом разработки высокопроизводительных программ; практическое применение методов вставки данных в буферы и работы с памятью, что углубило понимание работы с динамическими структурами данных.

Таким образом, выполненная работа способствовала расширению знаний в области системного программирования и укреплению навыков работы с файловыми операциями и управлением памятью в операционной среде Windows.
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ПРИЛОЖЕНИЕ А

(обязательное)

**Исходный код программы**

#include <windows.h>

#include <iostream>

#include <vector>

#include <thread>

#include <chrono>

#include <fstream>

void InsertCharacterMap(void\* buffer, DWORD fileSize, char insertChar, DWORD position, void\*& newBuffer, DWORD& newBufferSize) {

if (position > fileSize) {

std::cerr << "Ошибка: позиция вставки выходит за пределы размера файла." << std::endl;

return;

}

newBufferSize = fileSize + 1;

newBuffer = malloc(newBufferSize);

if (!newBuffer) {

std::cerr << "Ошибка выделения памяти для нового буфера." << std::endl;

return;

}

memcpy(newBuffer, buffer, position);

static\_cast<char\*>(newBuffer)[position] = insertChar;

memcpy(static\_cast<char\*>(newBuffer) + position + 1, static\_cast<char\*>(buffer) + position, fileSize - position);

}

void MapFileToMemory(const char\* inputFilename) {

HANDLE hFile = CreateFileA(inputFilename, GENERIC\_READ, 0, NULL, OPEN\_EXISTING, FILE\_ATTRIBUTE\_NORMAL, NULL);

if (hFile == INVALID\_HANDLE\_VALUE) {

std::cerr << "Ошибка открытия файла для чтения." << std::endl;

return;

}

DWORD fileSize = GetFileSize(hFile, NULL);

if (fileSize == INVALID\_FILE\_SIZE) {

std::cerr << "Ошибка получения размера файла." << std::endl;

CloseHandle(hFile);

return;

}

HANDLE hMapping = CreateFileMappingA(hFile, NULL, PAGE\_READONLY, 0, 0, NULL);

if (hMapping == NULL) {

std::cerr << "Ошибка создания отображения файла." << std::endl;

CloseHandle(hFile);

return;

}

std::cout << "MAP.Отображение файла создано." << std::endl;

char insertChar = 'X';

DWORD insertPosition = 5;

void\* newBuffer = nullptr;

DWORD newBufferSize = 0;

auto start = std::chrono::high\_resolution\_clock::now();

void\* dataArray = MapViewOfFile(hMapping, FILE\_MAP\_READ, 0, 0, 0);

if (dataArray == NULL) {

std::cerr << "Ошибка отображения файла в память." << std::endl;

CloseHandle(hMapping);

CloseHandle(hFile);

return;

}

std::cout << "MAP.Файл отображен в память." << std::endl;

InsertCharacterMap(dataArray, fileSize, insertChar, insertPosition, newBuffer, newBufferSize);

if (!newBuffer) {

UnmapViewOfFile(dataArray);

CloseHandle(hMapping);

CloseHandle(hFile);

return;

}

HANDLE hOutputFile = CreateFileA("output.txt", GENERIC\_WRITE, 0, NULL, CREATE\_ALWAYS, FILE\_ATTRIBUTE\_NORMAL, NULL);

if (hOutputFile == INVALID\_HANDLE\_VALUE) {

std::cerr << "Ошибка открытия выходного файла." << std::endl;

UnmapViewOfFile(dataArray);

CloseHandle(hMapping);

CloseHandle(hFile);

return;

}

DWORD bytesWritten;

if (!WriteFile(hOutputFile, newBuffer, newBufferSize, &bytesWritten, NULL)) {

std::cerr << "Ошибка записи в выходной файл." << std::endl;

}

else if (bytesWritten != newBufferSize) {

std::cerr << "Количество записанных байт не соответствует размеру буфера!" << std::endl;

}

auto end = std::chrono::high\_resolution\_clock::now();

std::chrono::duration<double> elapsed = end - start;

std::cout << "MAP.Время копирования данных: " << elapsed.count() << " секунд." << std::endl;

UnmapViewOfFile(dataArray);

CloseHandle(hOutputFile);

CloseHandle(hMapping);

CloseHandle(hFile);

}

void InsertCharacter(char\* buffer, DWORD& bytesRead, char insertChar, DWORD position, DWORD bufferSize, char\*& newBuffer, DWORD& newBufferSize) {

if (position > bytesRead) {

std::cerr << "Ошибка: позиция вставки выходит за пределы прочитанных данных." << std::endl;

return;

}

newBufferSize = bytesRead + 1;

newBuffer = new char[newBufferSize];

memcpy(newBuffer, buffer, position);

newBuffer[position] = insertChar;

memcpy(newBuffer + position + 1, buffer + position, bytesRead - position);

bytesRead = newBufferSize;

}

void CopyFileData(const char\* sourceFilename, const char\* destFilename, char insertChar, DWORD insertPosition) {

HANDLE hSourceFile = CreateFileA(sourceFilename, GENERIC\_READ, 0, NULL, OPEN\_EXISTING, FILE\_ATTRIBUTE\_NORMAL, NULL);

if (hSourceFile == INVALID\_HANDLE\_VALUE) {

std::cerr << "Ошибка открытия файла для чтения: " << GetLastError() << std::endl;

return;

}

HANDLE hDestFile = CreateFileA(destFilename, GENERIC\_WRITE, 0, NULL, CREATE\_ALWAYS, FILE\_ATTRIBUTE\_NORMAL, NULL);

if (hDestFile == INVALID\_HANDLE\_VALUE) {

std::cerr << "Ошибка открытия файла для записи: " << GetLastError() << std::endl;

CloseHandle(hSourceFile);

return;

}

const DWORD bufferSize = 4096;

char buffer[bufferSize];

DWORD bytesRead, bytesWritten;

DWORD totalBytesRead = 0;

char\* newBuffer = nullptr;

DWORD newBufferSize = 0;

auto start = std::chrono::high\_resolution\_clock::now();

std::cout << "SYNC. Чтение и запись файла с добавлением символа." << std::endl;

while (ReadFile(hSourceFile, buffer, bufferSize, &bytesRead, NULL) && bytesRead > 0) {

if (totalBytesRead <= insertPosition && insertPosition < totalBytesRead + bytesRead) {

DWORD localInsertPos = insertPosition - totalBytesRead;

InsertCharacter(buffer, bytesRead, insertChar, localInsertPos, bufferSize, newBuffer, newBufferSize);

}

else {

newBuffer = buffer;

newBufferSize = bytesRead;

}

totalBytesRead += bytesRead;

if (!WriteFile(hDestFile, newBuffer, newBufferSize, &bytesWritten, NULL) || bytesWritten != newBufferSize) {

std::cerr << "Ошибка записи в файл: " << GetLastError() << std::endl;

CloseHandle(hSourceFile);

CloseHandle(hDestFile);

return;

}

if (newBuffer != buffer) {

delete[] newBuffer;

}

}

auto end = std::chrono::high\_resolution\_clock::now();

std::chrono::duration<double> elapsed = end - start;

std::cout << "SYNC. Время обработки: " << elapsed.count() << " секунд." << std::endl;

CloseHandle(hSourceFile);

CloseHandle(hDestFile);

}

int main() {

const char\* filename = "file.txt";

char insertChar = 'X';

DWORD insertPosition = 5;

CopyFileData(filename, "destFilename.txt", insertChar, insertPosition);

MapFileToMemory(filename);

return 0;

}